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 Abstract 
 

The term “power” has been used to describe Software in 
Software community especially Software vendors. However, there has 
been no formal definition of Software power, nor has there been any 
scientific method of determining Software power. It is therefore the 
objective of this paper to examine the attributes of Software product 
with a view to determining how they are defined and measured and to 
formally define precisely Software power, and propose a metric for 
measuring Software power. 

We give a precise definition of Software power, and also propose 
a function oriented metric for measuring Software power.  
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1.0   Introduction 

 
A large number of measures have been proposed in the literature to measure Software attributes, ([1], [2], [3], 

[4] ). It was observed that power has not been mentioned anywhere as one of the attributes of Software, neither has it 
been defined or measured in Software engineering though it is commonly used by Computer vendors to describe 
their software. Power was identified as a composite attribute of Software hence it was added to the growing list of 
software attributes [5]. The presence of these sub-attributes of power in a software product only indicate the 
presence of the quality attribute, power, of the software product but it does not in anyway quantify the Software 
power. In other words it does not state the measure of the attribute that makes it possible to compare the quality of 
the software with other Software in terms of their powers. Fenton and Pfleeger [2] in quoting Flinkelstan said, 
“What is not measurable make measurable.” This phrase, attributed to Galileo Galilei suggests that one of the aims 
of science is to measure attributes of things in which we are interested. Thus, as scientists, we should be creating 
ways to measure our world, and where we can already measure we should be making our measurement better. 

There is variety in how we use measurement, but there is a common thread running through in every case. Some 
aspect (attribute) of a thing (entity) is assigned a descriptor that allows us to compare it with others. The rules for 
assignment and comparison may not be explicit in all cases but it will always be clear that we make our comparisons 
and calculations according to a well-defined set of rules. It was noted in [2] that we are now able to measure 
attributes that were previously thought unmeasurable in the physical sciences, medical sciences, economics, and 
even some social sciences.  

Kafura [6] opined that to make Software an engineerable product, it is important that the designers, 
implementors and maintainers of Software systems be able to express the characteristics of the systems in objective 
and quantitative terms. Quantitative measures of quality are collectively referred to as Software metrics.  

Unlike other engineering disciplines, Software engineering is not grounded in the basic qualitative laws of 
physics. Absolute measures are uncommon in the Software world. Instead we attempt to derive a set of indirect 
measures that lead to metrics. Because Software measures and metrics are not absolute they are open to debate [2, 
4].  
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Our objective in this paper is to propose a function oriented metric for measuring Software “power”. The aim is 
that measurement makes concepts more visible and therefore more understandable and controllable. 
 
 
 
2. Background 
 
According to [2], Software measurement was once an obscure and esoteric specialty, but it has now become 
essential to good software engineering. Many of the best software developers measure characteristics of the 
Software to get some sense of whether the requirements are consistent and complete, whether the design is of high 
quality, and whether the code is ready to be tested. An effective project manager measures attributes of process and 
product to determine when the software will be ready for delivery, and whether the budget will be exceeded. 
Informed customers measure aspects of the final product to determine if it meets the requirements or expectations 
and if it is of sufficient quality, and maintainers must be able to assess the current product to see what should be 
upgraded and improved. 
Measurement, according to [7], in most general terms, can be regarded as the assignment of numbers to objects in 
accordance with some rules (measurement functions). The property of the objects that determines the assignment 
according to the rules is called magnitude, the measurable attribute; the number assigned to a particular object is 
called its measure, the amount or degree of its magnitude. It is to be noted that the rule defines both the magnitude 
and the measure.  
According to [8] the importance of measuring attributes of known objects in precise quantitative terms has long been 
recognized as crucial for enhancing the understanding of an environment. Dhyani et al. [8] went on to say that this 
note has been aptly summarized by Lord Kelvin: 

“When you can measure what you are speaking about, and express it in 
numbers, you know something about it; but when you can not express it in 
numbers, your knowledge is of a meager and unsatisfactory kind; it may be the 
beginning of knowledge, but you have scarcely in your thoughts advanced to the 
state of science.” 

Rigorous measurement of Software attributes can provide substantial help in the evaluation and improvement of 
Software products and processes. Symons [9] opined that, to make Software requirements unambiguous, traceable 
and testable, then make the characteristics measurable.   
As a result of this, a few proposals were made [3] based on: 

� Measurement Theory  [10] 
� Axiomatic approach [11] 

Measurement Theory specifies the general framework in which measures should be defined. First, an empirical 
relation system should be specified to define the relations among the entities as far as the studied attribute is 
concerned. Then, a numerical relation system is defined, to provide values for the measures of the attribute and 
relations among these values. A measure is the link between the empirical relation system and numerical relation 
system that maps entities into values and empirical relations among entities into formal relations among values. 
Axiomatic approaches formally define desirable properties for the measures of a given Software attribute. These 
properties are properties of a numerical relation system of measures. However, they indirectly affect the empirical 
relation system.   
 According to [12], measurements can be either direct or indirect.  Direct measures are taken from a feature of an 
item. Indirect measures associate a measure to a feature of the object being measured. Direct measures in a 
Software product include: lines of codes (LOC), execution speed, memory size, and defects reported. Indirect 
measures include: functionality, quality, complexity, efficiency, reliability, and maintainability. Size-oriented 
metrics are used to collect direct measures of software engineering output and quality. Function-oriented metrics 
provide indirect measures which focus on functionality and utility. 
Rule [13] opined that what the Software community needs, is a measure of the quantity of information processing 
functionality the customer requires of the Software, independent of the technology used and the people who produce 
it. This is what [14] called a measure of ‘functional size’. According to [13] Functional size measurement methods 
are such a family of techniques. This includes Albrecht’s ‘Function Point Analysis’ (FPA), Symons’ ‘MKII 
Function Point Analysis’, Boeing’s ‘3D Function Points’ (3DFP), and ‘Common Software Metric International 
Consortium - Full Function Points’ (COSMIC-FFP). The first function-oriented metric was originally proposed and 
developed by Alan Albrecht of IBM in 1970. His insight was to measure the size of the functional requirements, 
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rather than to count the number of lines of code, thus moving away from a dependence on specific technology, 
people and development methods. Later work by Albrecht, in conjunction with John Gaffney, stabilized and 
popularized the technique, leading in 1984 to the formation of the International Function Point Users Group 
(IFPUG) in the USA. Function points represent the functionality of a system. Many empirical studies point to an 
existing relationship between these points and amount of work-effort necessary to develop them. [15, 16 and17] 
 
3. Framework 
 
Intuitively, Power is a measurement concept that is considered extremely relevant to engineering products. Here, the 
framework “Property Based Software Engineering Measurement” proposed by [11] was adapted as a guide in our 
search for the new measure as follows: 

 
Applying the framework, power cannot be negative (property Power l), and we expect it to be null when a system 
does not contain any elements (property Power.2). When modules do not have elements in common, we expect 
Power to be additive (property Power.3). Consequently, we defined the Power of a system S, as a function Power(S) 
that is characterized by the following properties Power.l to Power.3.  

PROPERTY Power1: Nonnegativity. The power of a system S = <E, R> is nonnegative.    ⇒ Power(S) ≥ 0                                                          
(Power.I)  

PROPERTY Power.2: Null Value. The Power of a system S = <E, R> is null if E is empty, E = ∅ ⇒ Power(S) 
= 0                                                           (Power.II)  

PROPERTY Power.3: Module Additivity.  The Power of a system S = <E, R> is equal to the sum of the Power 
of two of its modules m1 = <Em1, R m1> and 

m 2 = <E m2, R m2,> such that any element of S is an element of either m1 or m2 

(m1 ⊆S and m2 ⊆S and E= E m1∪E m2 and E m1 ∩E m2,=∅) 

⇒ Power(S) = Power (m1) + Power (m2)                                           (Power.III) 

For instance, the power of the system S with three disjoint modules m1, m2, and m3 is the sum of the powers of the 
three modules m1, m2, and m3.  

3.1 The proposed defined metric of Software power 

In order to give Software Power an identity and thus make it easily recognizable, the theoretical definition of 
Software power was proposed as follows:  

Software power (Ps) is defined as the effectiveness with which the Software is able to interact with or use 
various items of the Computer System during its operation in relation to the volume and complexity of the 
items per unit time. 

Effectiveness is defined as the ability to bring about the result intended [18]. Notationally, we use the symbol Ps 
(upper case P, subscript s) to represent Software power. Effectiveness is defined as the ability to bring about the 
result. This ability or effectiveness of the Software can be likened to the energy or the ability to do work in 
Mechanical power. This ability of the Software can be identified if we can break the Software system into smaller 
components. This can be achieved with the Function Point Analysis (FPA) technique. FPA is used to break systems 
into smaller components, so they can be better understood and analyzed. In Software systems, these components are 
called elementary processes. When these elementary processes are combined, they interact to form what we call a 
Software system or application. Function Points can be used to size Software applications. Sizing is an important 
component in determining productivity (Output/Input), predicting effort, understanding unit cost, and so on and so 
forth [19 and 20]. Similarly, sizing (functional size) is an important component in determining ability to do. 
Software Power (Ps) in this sense is the ability of the Software to solve or the effectiveness to perform a given task 
per unit time relative to the processor speed. We say relative to the processor speed in that external quality can only 
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be assessed for a complete hardware/Software system of which the Software product is a part. According to [21], 
external metrics are applied when executing the Software. The values of external measures necessarily depend on 
more than the Software, so the Software has to be evaluated as part of a working system. Hence Software power can 
be measured in terms of the function point count of the Software. 

We give the proposed metric as follows: 

Ps  = 
SPEEDTIME

FP

*
                         ... (3.1) 

Where: 

Ps⇒  Software Power, 

FP⇒  Number of function point count, 
 

TIME ⇒  Execution time, 

SPEED ⇒  Processor speed.  

This represents the rate at which the Software performs work while Processor speed (SPEED) is normally given, 
Execution time can be recorded using a stop watch, and number of function point count can be computed following 
the International Function Point Users Group (IFPUG) guidelines provided in the Function Point Counting Practices 
Manual (FPCPM) version 4.1[22]. Hence, we can derive the power of any software.   

3.2. The unit of Software power 

From equation 3.1, the numerator, function point count is just a number. The processor speed is measured in hertz 
(Hz), which is the number of cycles per second, while the execution time is measured in seconds, that is to say;  

(sec) TIME * sec)/( 

countpoint function  of No.
  (unit) 

CyclesSPEED
PS =  

Cycles

countpoint function  of No.
                =  

That is, Number of function point (FP) count (the numerator) per cycle (the denominator). 

We adopted the name Vion (pronounced as v-e-e-on, and written for short as Vn; upper case ‘V’ and subscript ‘n’), 
as the unit of Software Power. The term Vion is defined as the number of function point count of a Software per 
mega cycle (the amount of work done by the Software per 1,000 000 cycles). That is to say, 106 Vn is equivalent to 
1FP/mcycle. Multiplying what ever value obtained in fp/mcycle by 106 will convert the value to Vn.  

The numerator, Function point (FP) of equation (3.1) can be computed using the following equation; 
AFP = UFP * VAF                            ... (3.2)  [23]  

Where AFP (FP) = adjusted function points 
          UFP = unadjusted function points 
         VAF  = value adjustment factor 

 

Conclusion  

Our proposed metric: 
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 is computable 
 is consistent in its use of unit 
 is programming language independent  
 Empirically and intuitively persuasive (i.e. metric increases in value as the number of 

elementary processes increases) 
 

These characteristics are in line with what Ejiogu in [4] called the attributes that characterize effective Software 
metrics (both derived metrics and the measures that lead to it). Conclusively, this research work is viewed as an 
initial step. We believe the metric we proposed is generally desirable and relevant. Hopefully this research work will 
provide a foundation which can be built upon. 
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