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Abstract 

Regression testing is about running the entire test and is very important activity in 

software testing. Regression Test Case Selection (RTCS) aims to reduce regression 

testing cost by only selecting and running the tests that may be affected by code 

changes. Various RTCS techniques based on firewall analysing at either statement, 

methods of class levels have been proposed. This paper presents the result of the 

study conducted on different Regression Test Case Selection approaches based on 

firewall showing mostly stressed areas by researchers and the areas where there is a 

future scope. Papers related to firewall-based Regression Test Case Selection 

techniques in regression testing are reported and documented to find the current 

trends and future scope for the researchers to work upon.  
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Introduction 

One of the most important activities in software maintenance is regression testing [1] that is performed in order to ensure 

that modifications due to debugging or improvement do not affect the existing functionalities and the initial requirement of 

the design. According to [2], regression testing comprises execution of an enormous amount of tests and is tedious, but it 

might not be feasible to repetitively re-execute all the test suite in order to tests the software during regression testing due to 

resource restraints. In this way, it is reasonable to select test case by selecting part of the test suite so that software is tested 

for early identification of faults. There are numerous regression tests selection techniques, for example, retest-all or 

randomly selects test cases, however using some pre-defined criteria for selection of test cases might result in more fault 

identification. There were recently proposed techniques in regression testing [3-12] in order to improve regression testing 

performance so as to make it a cost-effective process. These techniques are categorized as test suite minimization, test case 

se-lection, and test case prioritization [13]. 

Regression test case selection helps in selecting part of tests from the test suite. The most effortless approach is the tester 

essentially executes all the current tests to guarantee that the new changes are innocuous and is referred as a retest-all 

technique [14]. It is the most secure method; however, it is conceivable just if the test suite is small in size. The tests can be 

chosen arbitrarily to diminish the extent of the test suite. In any case, the greater part of the tests chose arbitrarily can bring 

about checking little portions of the altered programming, or may not have any connection to the adjusted program. 

Formally, regression test selection techniques will be an options to the retest-all and random approaches. Regression tests 

selection techniques for object-oriented programs are grouped into 3 categories [15], namely: Firewall-based regression 

tests selection, Program model-based regression tests selection and Design-based regression tests selection. 

In regression testing, variables are measures from the experiment by measuring the first five values directly and the last 

four values (Equations 1, 2, 3 and 4indirect measured as used in our previous approaches [38]. 

1. Number of killed or detected mutants (#killed mutants) 

2. Number of test cases killed mutants (selected test cases) #N 

3. Execution time is taken to detect mutants by an approach measured in seconds  

4. Position of test: 𝑇𝑓𝑖= position of the first test in T that exposes the faults 𝑖 
5. A number of executed test cases: Is the number of tests used to killed mutants (# test case executed). 

6. Number of undetected mutants (i.e. #equivalent mutants) 

 #𝐸𝑞𝑢𝑖𝑣𝑎𝑙𝑒𝑛𝑡 𝑚𝑢𝑡𝑎𝑛𝑡 = 𝑇𝑜𝑡𝑎𝑙 𝑚𝑢𝑡𝑎𝑛𝑡𝑠 − #𝑘𝑖𝑙𝑙𝑒𝑑 𝑚𝑢𝑡𝑎𝑛𝑡𝑠    (1) 

7. The effectiveness of fault detection (mutation score) measured as: 
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𝐸𝑓𝑓𝑀𝑆𝑃 =
#𝑘𝑖𝑙𝑙𝑒𝑑 𝑚𝑢𝑡𝑎𝑛𝑡𝑠

𝑇𝑜𝑡𝑎𝑙 𝑚𝑢𝑡𝑎𝑛𝑡𝑠
∗ 100     (2) 

9. The efficiency of test effort measured as: 

𝑅𝑇𝐸 =
#𝑚𝑢𝑡𝑎𝑛𝑡𝑠 𝑘𝑖𝑙𝑙𝑒𝑑 𝑏𝑦 𝑡ℎ𝑒 𝑡𝑒𝑠𝑡 𝑐𝑎𝑠𝑒 𝑒𝑥𝑒𝑐𝑢𝑡𝑒𝑑

𝑒𝑥𝑒𝑐𝑢𝑡𝑖𝑜𝑛 𝑡𝑖𝑚𝑒 𝑡𝑜 𝑑𝑒𝑡𝑒𝑐𝑡 𝑡ℎ𝑒 𝑚𝑢𝑡𝑎𝑛𝑡𝑠
    (3) 

10. Average percentage of the rate of fault detection:  

𝐴𝑃𝐹𝐷 = 1 −
𝑇𝑓1+𝑇𝑓2+⋯+𝑇𝑓𝑚

#𝑁 ∗ #𝑘𝑖𝑙𝑙𝑒𝑑 𝑚𝑢𝑡𝑎𝑛𝑡𝑠
+

1

2∗#𝑁
    (4) 

 

Literature Survey 

There were a lot of studies performed by researchers and a lot selection techniques were introduced, with the aim of 

enhance rate of fault detection. These techniques were categorized into several domains according to the nature of the study 

conducted by the researchers. A review was conducted in which various regression test case selection techniques were 

examined to enhance the significance of the selection of test cases from test suite in regression testing [16]. The study 

conducted by these researchers is elaborated correspondingly into procedural programs. Also another review on Test Case 

Selection was presented which was conducted in conferences and journals. But most of the commonly reported techniques 

are genetic algorithm, adaptive random testing and greedy algorithm. 

Firewall-based techniques for the Object-Oriented Programs depended on the idea of a firewall characterized for the 

procedural program [18]. The techniques depended on examination of data and control conditions among modules in the 

procedural system. Firewall-based methodology for OOP identifies the changed classes for the altered rendition of the 

program as a firewall. The tests to be chosen are those that at any rate practiced one class from the inside of the firewall.  

Firewall-based approach for object-oriented program aims to detect the changed classes for the amended form of the 

program. They present a selective retest technique directed specifically at inter procedural regression testing that handles 

both code and specification changes. Their technique determines where to place a firewall around modified code modules. 

Where test selection from T is concerned, the technique selects unit tests for modified modules that lie within the firewall,  

and integration tests for groups of interacting modules that lie within the firewall. 

A lot of firewall-based approaches for object-oriented programs have been proposed [19, 27].  The notion of class firewall 

analysis by taking into account the features of OO languages, such as inheritance was proposed [28]. A state-of-the-art 

static file level RTCS technique based on class firewall analysis called STARTS was proposed {24}. STARTS computes 

the set of classes that might be affected by the changes and builds a “firewall” around those classes; then, any test classes 

within the class firewall can potentially be affected by code changes and are selected as affected test cases.  STARTS 

performs class firewall analysis based on the Intertype Relation Graph (IRG). 

A technique that implemented the traditional class firewall analysis as a practical static RTS tool named STARTS, and 

performed an extensive study of STARTS on a number of real-world GitHub projects was presented [24]. The experimental 

results verified that STARTS can significantly better than static method-level RTCS. White and Abdullah (1997) proposed 

a technique [26] that constructs a firewall to enclose the set of classes affected by the changes; such classes are the only 

ones that need to be retested. Another technique by Hsia and colleagues [25] is also based on the concept of class firewall, 

but leverages a different representation of the program. But the techniques are limited because they do not handle certain 

object-oriented features (e.g., exception handling) and perform analysis only at the class level, which can be imprecise. 

Furthermore, they are not implemented and, thus, there is no empirical evidence of their effectiveness or efficiency. 

Techniques based on the idea of a class firewall [18, 27] were proposed that enclose the types that need to be retested 

because they may be impacted by a code change. The concept of firewall to cover all the affected modules that were 

modified at the module integration level was presented [22]. The firewall was based on the call graph defined and the effort 

can be decreased by retesting only those modules and links that were present in the firewall of the modified or affected 

modules instead of retesting the whole of the system. Later on the authors also introduced data flow based firewalls that 

were based on the data flow diagram of the affected modules due to coupling effect. 

The work was extended to handle interactions involving global variables [28]. A firewall analysis for regression testing 

with integration test cases in the presence of small changes in functionally-designed software was developed [18, 22, 28]. 

Firewall analysis restricts regression testing to potentially-affected system elements directly dependent upon changed 

system elements [22, 29]. Affected system elements include modified functions and data structures, and their calling 

functions. The firewall concept has been utilized on object-oriented systems [30, 31] and for regression testing of graphical 

user interfaces [32]. 

Firewall methods can only be guaranteed to select all modification-revealing tests and to be safe if all unit and integration 

tests initially used to test system components are reliable. Modification-revealing test cases are those test cases, when 

executed before and after the modification, for which the program will generate different output [33]. A safe RTS process 

guarantees that the subset of tests selected contains all test cases in the original test suite that can reveal faults based upon 

the modified program [33, 34]. Tests are reliable if the correctness of modules exercised by those tests for the tested inputs  
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implies correctness of those modules for all inputs [33]. Since test suites are typically not reliable in practice [29], the 

firewall technique may omit modification-revealing tests and/or may admit some non-modification-traversing tests. 

However, via empirical studies of industrial real-time systems, firewall was shown to be effective despite these theoretical 

limitations [29].  

A class firewall regression test selection technique was reported on the empirical evaluation in combination with scenario 

testing, on a large scale industrial software system using the Java byte code in the analysis [35]. It was conducted on a large 

complex distributed software system in one of Sweden's largest banks. The results show that not all test cases were selected 

by the class firewall selection technique. A hypothesis was formulated stating that the empirical observations of class 

firewall are not incidental, but an inherent property of the Class firewall technique [36]. It was proved that the hypothesis 

holds for Java in a stable testing environment, and concluded that the effectiveness of the Class firewall regression testing 

technique can be improved without sacrificing the defect detection capability of the technique, by removing the class 

firewall. A technique that investigates situations when data-flow paths are longer and the testing of modules and 

components only one level away from the changed elements may not detect certain regression faults; an extended firewall 

considers these longer data paths. The results show that empirically the degree to which an extended firewall detected more 

faults, and how much more testing was required to achieve this increased detection [37].  

 An evolutionary regression testing for object-oriented software based on extended system dependence graph model of the 

affected program was presented in one of previous work [39]. The approach is based on optimization of selected test case 

from dependency analysis of the source codes. The goal is to identify changes in a method’s body due to data dependence, 

control dependence and dependent due to object relation such as inheritance and polymorphism, select the test cases based 

on affected statements. The number of affected statements determined how fit a test case is good for regression testing. A 

case study is reported to provide evidence of the feasibility of the approach and its benefits in increasing the rate of fault 

detection and reduction in regression testing effort compared with retest-all. It was shown that our approach needs 30% of 

the test cases to cover all the faults, while 80% is needed to cover all the faults using retest-all, which is time consuming 

and costly. 
 

Conclusion  

This paper presents a review on regression test selection techniques based on firewall which assesses the 
research work related to this area. The paper summarises the research papers along with the approaches 
based on firewall. It can conclude that there are so many approaches that are used for test case selection 
based on firewall and each approach has its advantages and disadvantages. Based on the requirement a 
tester/researcher can use any of the firewall-based approach.  
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